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Abstract
This paper introduces SPHERE, a system that enables instructors
to effectively create and review personalized feedback for in-class
coding activities. Comprehensive personalized feedback is crucial
for programming learning. However, providing such feedback in
large programming classrooms poses significant challenges for in-
structors. While Large Language Models (LLMs) offer potential
assistance, how to efficiently ensure the quality of LLM-generated
feedback remains an open question. SPHERE guides instructors’ at-
tention to critical students’ issues, empowers them with guided con-
trol over LLM-generated feedback, and provides visual scaffolding
to facilitate verification of feedback quality. Our between-subject
study with 20 participants demonstrates SPHERE’s effectiveness
in creating more high-quality feedback while not increasing the
time spent on the overall review process compared to a baseline
system. This work contributes a synergistic approach to scaling
personalized feedback in programming education, addressing the
challenges of real-time response, issue prioritization, and large-
scale personalization.

CCS Concepts
• Human-centered computing → Interactive systems and
tools; Natural language interfaces; • Social and professional top-
ics→ Computing education; • Applied computing→ Education.
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1 Introduction
When learning to program, personalized feedback is among the
most effective ways to help students bridge the gap between their
current understanding and performance and their desired learning
goals [4, 13, 14]. To create effective personalized feedback, instruc-
tors need to assess students’ coding challenges in the context of
class learning objectives, consider each student’s competencies and
help resources, and tailor guidance to both the specific problem and
the student’s cognitive state. However, in programming classrooms,
it is challenging to provide effective personalized feedback due to
the sheer volume of time-sensitive issues arising from ongoing class
exercises, such as coding and small group discussions, far exceeding
instructors’ attention capacity.

Past research and our own formative work with programming
instructors have shown a large gap between the effort they put into
providing feedback to students during class exercises using existing
methods and the increasing number of questions that students
accumulate during the exercises. Whether in-person (e.g., raising
hands) or technology-based (e.g., learning dashboards like VizProg
[32] and VizGroup [26]), these methods fall short of addressing this
challenge. In fact, we argue that in-person approaches often result
in less-personalized feedback due to time constraints and social
context during the exercises, while learning dashboards can lead
to information overload in large classes. This overload, combined
with human and UI biases, often leads instructors to focus on issues
that are more familiar or quickly addressable, rather than those
that may be most critical. These limitations highlight three critical
support needs for instructors: prioritizing critical issues, providing
real-time feedback on these issues, and ensuring personalization of
feedback at scale.

In this paper, we present SPHERE1, an interactive system de-
signed to help programming instructors create personalized feed-
back at scale for class exercises, including writing code and dis-
cussing code in groups. SPHERE combines intelligent issue detec-
tion with structured feedback generation and review. Specifically,
1SPHERE is an acronym for Scaling Personalized HElp in REal-time
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Figure 1: SPHERE’s Workflow Overview. Once students’ conversation logs, code history, and code errors come in (1), SPHERE
continuously identifies critical issues and recommends them to the instructors (2). Instructors select the critical issues for
feedback, which are then summarized and categorized to create Feedback Templates (3). These templates are previewed by
instructors and further clustered (4) with relevant Code Evidence (5) and Conversation Evidence (6) after being filled out to
provide context and support a rapid verification process. This results in personalized feedback being sent to each student (7).

SPHERE first employs a novel LLM architecture that continuously
identifies key patterns in student coding and group activities. Then,
SPHERE uses our “strategy-detail-verify” approach to ensure the
quality of feedback created: 1) it allows instructors to strategically
guide the LLM to generate high-quality feedback corresponding
to these issues using key feedback components, and 2) it also pro-
vides information visualization bindings to facilitate instructors’
rapid verification of the personalization and accuracy of feedback
(details) in relation to corresponding issues. To evaluate the effec-
tiveness of SPHERE, we conducted an in-lab, between-subject study
with 20 instructors. The results underscore SPHERE’s capacity to
both streamline the feedback process and deepen instructors’ en-
gagement with feedback creation, which in turn can enable more
impactful and aligned student guidance.

2 Related Work
Providing timely and effective feedback is critical for enhancing
student learning [6, 14]. Recent AI-based approaches facilitate feed-
back creation for code understanding and auto generation [9, 19],
yet studies show these methods can be only about 50% accurate in
assessing the correct mistakes [8], and students frequently find the
feedback confusing or in need of manual validation [21]. This un-
derscores the necessity for scalable yet reliable feedback solutions.

In synchronous classrooms, analytics tools such as EduSense [1],
AffectiveSpotlight [18], Glancee [16], Lumilo [15], VizProg [32],
and Codeopticon [12] provide real-time insights into student en-
gagement and performance, informing instructors of class-wide
and individual needs. Systems like VizGroup [26], Pair-Up [31],
Groupdynamics [23], and ClassInsights [20] further analyze collab-
orative behaviors, yet many instructors still struggle to determine
how best to intervene based on these data. Human instructors re-
main irreplaceable for nuanced, real-time decisions in classroom
settings [5, 7], but this requires significant effort and flexibility [27].
Therefore, there is a pressing need for strategies and tools that

enable instructors to efficiently identify and address critical stu-
dent issues at scale. Our work addresses this gap by providing an
approach that supports educators in delivering prompt, personal-
ized feedback, enhancing student engagement and learning while
preserving the essential role of human instructors.

3 Design Goals
We conducted a targeted formative study to contextualize these
challenges within the specific setting of in-class collaborative pro-
gramming exercises at the university level. This study aimed to
bridge the gap between general educational research and the unique
demands of real-time, collaborative coding environments. We en-
gaged four experienced instructors (22 years of teaching experience
on average, 𝜎 = 9.93) of introductory programming courses at
universities in in-depth interviews lasting 30 to 60 minutes each.

Based on our formative study and the identified gaps in existing
literature, we established the following design goals to guide the
development of SPHERE:
• DG1: Effectively Guide Instructor Attention to Critical Is-
sues in Real-Time. To address the challenge of information
overload in large-scale programming sessions, the system should
help direct instructors’ attention to the most significant issues
and patterns emerging from students’ collaborative activities
with minimal effort.

• DG2: Empower Instructors with Guided Control over LLM-
Generated Feedback. To bridge the gap between LLM capabili-
ties and effective personalized feedback, the system should offer
intuitive mechanisms for instructors to guide and control the
feedback generation process.

• DG3: Reduce the Time and Effort Required to Ensure the
Quality of LLM-generated Feedback. To mitigate risks as-
sociated with AI-generated content, such as hallucinations or
misalignment with learning objectives, the system must facilitate
quick identification and rectification of issues in AI-generated
feedback.
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Figure 2: Critical Issue Recommendation Panel consists of Scatterplot, Critical Issue View and Detailed Issue. (1) Scatterplot
changes based on group view. Critical Issue component consists of (2) Name of the Critical Issue, (3) Description of the Critical
Issue, (4) Top 2 sub issue, (7) Number of Students with this critical issue, (8) Average passrate of students with this critical issue.
Instructors can (5) note down and save the critical issue or (9) give feedback to the critical issue. Instructors can sort critical
issue based on pass rate, number of students or severity. (10)Selecting a critical issue would display example submission and
(11)highlight relevant datapoints.

4 SPHERE
Figure 1 illustrates SPHERE’s system workflow. SPHERE’s UI con-
sists of two main components: a Critical Issue Recommendation
Panel (Figure 2), and a Structured Feedback Creation and Review
Panel (Figure 3a).

4.1 Critical Issue Recommendation Panel
To effectively guide instructor attention to critical issues (DG1),
SPHERE employs a custom LLM framework (Section 4.2) that con-
tinuously identifies patterns in students’ coding activities and group
interactions, classifies those that are critical, and then displays them
on a teacher dashboard (Fig. 2). Teacher dashboards are visual dis-
plays that show student learning activities and progress. There are
extensive studies on how to design an effective teacher dashboard
and how they can help teachers inform their interventions and
decision making [11, 28, 29]. Building upon prior work [2, 26, 32],
SPHERE’s dashboard contains a high-level scatter plot showing
students’/groups’ pass rates and the number of messages they have
sent (left), a list of curated critical issues detected dynamically by
the system (middle), and detailed information for each critical issue
upon user click (right).

4.2 Critical Issue Recommendation Model
Prior work has shown LLMs’ potential to identify and classify
students’ challenges [24]. To ensure that the LLM can effectively
identify students with critical issues, we annotated two previously
recorded programming exercise sessions collected from live col-
laborative programming sessions conducted at a local university,
resulting in 502 data points in total. Two members of our research

team annotated the recorded student activity data regarding (1)
whether an issue is critical or not and (2) types of issues using an
annotation tool (details in the Appendix) that allows annotators
to watch a playback of and label different segments of student ac-
tivity. The two annotators first conducted rounds of initial coding
independently (including pilot coding sessions), and met multiple
times to discuss their annotations for clarifications and to resolve
any discrepancies. We then performed inter-rater reliability test
for the 103 initially coded student activity data points which cover
20% in overlapped coding. Out of the 103 initially coded data, we
report a Cohen-Kappa score for determining whether an issue is
critical or not of 0.85. Across all labels (detailed in the Appendix, we
report a mean Cohen-Kappa score of 0.78 (𝑆.𝐸. = 0.08). Based on
the minimum Cohen-Kappa score across all label (0.53 for Syntax
Error label), the annotators reached a moderate agreement and
thus the annotators proceeded with independent coding for the
remaining 400 labels. After the labels were finalized, we randomly
split the dataset into training and test sets, containing 80% and 20%
of the original dataset, respectively. The training data are used for
selecting few-shot examples and adjusting parameters. We used
GPT-4o in the data training process, and state-of-the-art prompt-
ing engineering techniques, such as few-shot prompts [3] and AI-
chains [30] were adopted. After evaluating the model with test data,
we report an accuracy score of 0.71 for the LLM identifying issues
that are critical and an 𝐹1𝑤𝑒𝑖𝑔ℎ𝑡𝑒𝑑 score of 0.57.
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(a) (b)

Figure 3: Left: User Interface for creating and reviewing LLM-generated feedback. (1) Instructor can select different feedback
types, which will select a subset of (2) feedback components. (3) Instructors can then generate feedback for preview.
Right: Feedbacks are generated for each sub issue, which includes the name of the sub issue (4), the number of students in
the sub issue (1), the feedback template with components as placeholders (2) and component description (3). Instructors are
able to edit the template (5). Feedback is then generated in clusters that include code evidence (9) and conversation evidence
(10). Feedback for each component is highlighted with their corresponding colors (6). Instructors can choose to edit or send
individual feedback (7, 8).

4.3 Personalized Feedback Creation & Review
Panel

When selecting an action, instructors can provide feedback on the
currently selected issue. To facilitate personalized feedback genera-
tion (DG2), we developed a ‘strategy-detail-verify’ workflow. First,
instructors can strategize by choosing the most appropriate feed-
back mode from three options: Hints, Explanation, or Verification
(Figure 3a.1). Upon pressing the generate button, a template for the
specific feedback type is created, personalized for each sub issue,
with placeholders inserted at designated positions. Next, feedback is
generated in smaller clusters for each subissue, allowing instructors
to see the details of the feedback intended for each student. Re-
lated code examples and conversations are displayed alongside the
feedback. Finally, instructors can verify the validity of the feedback
before deciding whether to send it to students. This step ensures
the appropriateness and accuracy of the feedback.

4.3.1 Component Based Feedback Generation. Feedback is struc-
tured to consist of up to 5 components: Issue , Strategy ,

Solution , Example , Next step . These five components are de-
rived from Hattie et al.’s feedback model [14], which states that
effective feedback answers three questions: (1) What are the goals?
(2) What has been done to progress towards the goals? and (3) What
activities need to be undertaken to make better progress? Furthermore,
each piece of feedback is directed at three levels respectively: Task
Level, Process Level, and Self-Regulation Level according to the feed-
back model [14]. Instructors often give feedback to guide students
who are stuck, clarify students’ confusion, or check students’ under-
standing. Hence, depending on each student’s situation, instructors
can provide different types of feedback (Hints, Explanations, or
Verifications). Providing such feedback presets allows instructors to
quickly generate feedback that fits their teaching strategy, thereby
reducing the time required to draft feedback (DG3).

Step 1: Feedback Template Generation: SPHERE takes in the issue
description, feedback type and chosen components, and generates a
feedback template with selected content as placeholders (in [square
brackets]), as well as feedback corresponding to each component
(see Figure 3b.2).

Step 2: Detailed Feedback Composition SPHERE then takes the
generated list of component feedback and applies it to the tem-
plate, generating a complete feedback for students. It also takes in
student information and elaborates on student’s performance by
referencing their coding and conversation history.

4.3.2 Feedback Clusters with highlights on Evidence. Our design
for displaying feedback clusters aligns with prior literature on de-
signing UI elements for validating large-scale LLM outputs, which
allows users to determine whether the AI-generated feedback meets
their current needs [10]. Feedback is generated in clusters to enable
instructors to easily review the generated content (DG3). Under
each sub-issue within a critical issue (Figure 2.12), feedback is fur-
ther clustered into smaller groups to ensure that instructors can
easily review different feedback clusters. To facilitate easy verifi-
cation of feedback (DG3), we incorporated highlighting as a way
for instructors to review how each component is incorporated into
the final feedback, as well as the related code or conversation that
reflects the feedback.

5 Lab Study
We conducted an in-person between-subject user study to examine
SPHERE’s usability and effectiveness for identifying students’ issues
and sending feedback. The study is approved by the IRB at our
institute. We recruited 20 participants (7 female, 11 male, 2 non-
binary) who have both teaching and programming experiences at a
four-year university via personal networks, local mailing lists, and
snowball sampling. Each participant was compensated with $15
USD for their time and effort.
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Condition Generated Sent Edited∗∗
Incorrect Shallow High Incorrect Shallow High Low-low Low-high High-low High-high

Baseline 44.17% 10.00% 45.83% 45.00% 8.67% 46.33% 45.00% 20.00% 5.00% 30.00%
SPHERE 14.16%∗ 5.00% 80.83%∗∗ 9.17%∗∗ 10.67% 80.17%∗∗ 0.00% 22.22% 0.00% 77.78%

Table 1: Feedback Quality in the Sampled Dataset. Edited feedback messages are grouped by the change of qualities before and
after the edit, where low-quality feedback includes both incorrect feedback and shallow feedback. Data of edited changes are
tested by the Fisher Exact Probability Test (𝑝 = 0.001). ∗ indicates 𝑝 < 0.05, while ∗∗ indicates 𝑝 < 0.01.

Condition Mental demand Physical demand Temporal demand Performance Effort Frustration

Baseline 5.0 (4.60 ± 1.26) 2.0 (2.10 ± 1.20) 5.0 (4.60 ± 1.17) 4.0 (3.90 ± 1.37) 4.0 (4.00 ± 1.25) 2.5 (2.70 ± 1.57)
SPHERE 5.5 (4.80 ± 1.93) 2.0 (2.30 ± 1.49) 5.0 (4.60 ± 1.78) 3.0 (3.10 ± 1.10) 4.0 (4.20 ± 1.48) 2.5 (3.00 ± 1.76)

Table 2: Response to NASA TLX items. Format: median (mean ± standard deviation)

5.1 Protocol
5.1.1 Live Simulation. To simulate the real-time, in-class teaching
experience of a large lecture, we asked participants to interact with
a live playback of an in-class exercise session, inspecting and giving
feedback on student behaviors. To ensure the authenticity of the
data participants interacted with, we used a research tool [25] to
capture real data from a large introductory-level university pro-
gramming course’s collaborative exercise session that involved 111
students. During the exercise session, students first worked on a
Python programming exercise, and then they were divided into
groups to discuss their issues and help each other on their laptops.
The Python problem was to write a function to count the number
of elements less than 100 in a given list.

5.1.2 Conditions. Each participant used the system under one of
the following conditions:
• Baseline: a baseline version of SPHERE without any feedback
type, feedback component, and feedback template for generation,
and participants control the feedback generation by editing the
prompt to instruct the LLM, which is one of the most common
ways to use LLM. A default prompt was given to ask AI to gener-
ate feedback based on the student’s recent code submissions and
discussions. There is no visual augmentation for feedback review
either, but the baseline version still had the complete Critical
Issue Recommendation Panel.

• SPHERE: a full version of SPHERE with all its features.

5.1.3 Tasks. Each participant completed three tasks in the study:
• T1 and T2: Task 1 (T1) and Task 2 (T2) asked participants to
help as many struggling students as they could by checking the
critical issue recommendation panel and sending feedback. T1
and T2 were limited to 6 minutes each.

• T3: Task 3 (T3) asked participants to help students who were
actively discussing but with low performance by selecting the
plot and sending feedback on a certain time stamp.

T1 covers the individual programming stage of the exercise session,
while T2 and T3 focus on the collaborative programming stage.
For all three tasks, we emphasized the importance of the feedback
quality to participants and had them understand the stake level of

the tasks by asking them to imagine this is the live class setting.
T1 and T2 were designed to mimic the real-world circumstances
that instructors need to address students’ issues while facing the
dynamically changed issue set and limited time. Similarly, T3 was
designed to simulate a more focused issue-resolving process while
still needing to provide timely support to students.

5.1.4 Study Procedure. Each study was conducted in person in a
lab setting and lasted around 45 minutes. At the beginning of each
study session, we collected informed consent from the participants
after introducing the goal and the process of the study. After that,
we gave participants an explanation of the context of the data and
tasks used in the study. Following the general introduction and
explanation, we then offered a detailed tutorial of the system and a
warm up session.

Once they were familiar with the system, participants were asked
to complete the three designed tasks. At the end of the study, par-
ticipants completed a survey with Likert scale questions and partic-
ipated in a semi-structured interview. All studies were screen- and
audio-recorded and participants were asked to think aloud while
completing the survey questions. The order of conditions and tasks
were counter-balanced and randomized.

5.2 Results
By recording the feedback participants generated, edited, and sent
in the user study, we collected 5871 feedback messages in total (5049
generated, 107 edited, 715 sent). To evaluate the quality of the feed-
back, two researchers used a custom annotation tool to annotate
the feedback data (details in the Appendix). The annotation process
was as follows: First, we sampled feedback data from each partici-
pant and each task proportionally (1% of generated feedback, 20% of
edited feedback, and 10% of sent feedback) and randomly shuffled
the sampled data. Then, each sampled data point was coded into
one of the following three categories: incorrect feedback, shallow
feedback, and high-quality feedback. A description of the coding
standards is provided in the Appendix. After initializing the coding
scheme, the two researchers first conducted a pilot coding meet-
ing and discussion to clarify and resolve conflicts on the coding
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standards. Then, they began independently coding the same sam-
pled dataset. For the independent annotations, the agreement on
incorrect feedback, shallow feedback, and high-quality feedback was
85.96%, 53.33%, and 96.15%, respectively. To achieve a high level of
consensus [17], the two researchers then negotiated and resolved
each disagreement through discussion until 100% agreement was
reached on the coded sample dataset (Table1).

5.2.1 SPHERE helped participants create better feedback. Partici-
pants using SPHERE sent significantly more high-quality feedback
(SPHERE: 𝜇 = 80.17%, 𝜎 = 0.17; baseline: 𝜇 = 46.33%, 𝜎 = 0.28;
𝑝 < 0.01), while they also sent less incorrect feedback (SPHERE:
𝜇 = 9.1717%, 𝜎 = 0.15; baseline: 𝜇 = 45.00%, 𝜎 = 0.31; 𝑝 < 0.01) in
the sampled sent dataset. We did not find evidence of a significant
difference in the number of shallow feedback between two condi-
tions (SPHERE: 𝜇 = 10.67%, 𝜎 = 0.17; baseline: 𝜇 = 8.67%, 𝜎 = 0.14).

5.2.2 SPHERE helped participants control feedback generation.
Based on the sampled generated dataset, under SPHERE condition,
participants generated significantly more (SPHERE: 𝜇 = 80.83%, 𝜎 =

0.22; baseline: 𝜇 = 45.83%, 𝜎 = 0.28; 𝑝 < 0.01) high-quality feedback
than the baseline while generated less (SPHERE: 𝜇 = 14.16%, 𝜎 =

0.15; baseline: 𝜇 = 44.17%, 𝜎 = 0.32; 𝑝 < 0.05) incorrect feedback.
On average, there are 5.00% (𝜎 = 0.11) shallow feedback in feedback
generated by SPHERE and 10.00% (𝜎 = 0.16) shallow feedback in
feedback generated by the baseline. During the study, participants
using SPHERE attempted 2.40 (𝜎 = 2.07) times modifying feed-
back type and component to generate new feedback, while partici-
pants using the baseline attempted 1.8 (𝜎 = 2.30) times editing the
prompts to control the generation results. The survey results show
that participants reported high-level perceived controls of the feed-
back generation process for both SPHERE (𝑀𝑒𝑑𝑖𝑎𝑛 = 6.00, 𝜎 = 1.71)
and the baseline system (𝑀𝑒𝑑𝑖𝑎𝑛 = 5.50, 𝜎 = 1.76), as well as the
perceived ease of control level (SPHERE:𝑀𝑒𝑑𝑖𝑎𝑛 = 5.50, 𝜎 = 1.17;
Baseline:𝑀𝑒𝑑𝑖𝑎𝑛 = 6.00, 𝜎 = 1.17).

Though we could not obtain a significant difference in the num-
ber of attempts to control the generation process, participants’
behaviors reflect the difference in their intentions. Under the base-
line condition, participants’ intentions of controlling generation are
verbally expressed in the modified prompt, e.g., “Try and shorten the
response”, “Don’t give away answers” (P8). The goals are limited to
low-level requirements about the length of the generation and not
to include the direct solution in the result. Whereas, using SPHERE,
participants tended to think about the type of help they would
like to offer to students, which is unseen in the baseline condition.
For instance, P9 included example generation in the feedback for
students who "lacked basic knowledge" in order to help them get
started with the problem. P5 suggests that they would consider
excluding some components in the feedback depending on the
severity of the issue. Moreover, participants also commented on the
feedback SPHERE generated as like “from a senior instructor” (P7).

5.2.3 SPHERE helped participants improve feedback quality. Dur-
ing the user study, participants made 6.20 (𝜎 = 8.75) edits using
SPHERE, and participants using the baseline edited 4.50 (𝜎 = 3.10)
messages on average. To compare the quality of feedback messages
before and after the edits, we take both incorrect feedback and shal-
low feedback as low-quality feedback. After that, there would be

four types of quality change: low-to-low, low-to-high, high-to-low,
and high-to-high. While the number of edits is similar for the two
conditions, in the sampled edited dataset, there are 22.22% low-to-
high and 77.78% high-to-high changes under SPHERE condition,
while there are 45.00% low-to-low, 20.00% low-to-high and 5.00%
high-to-low, and 30.00% high-to-high changes under the baseline
condition. Moreover, using the Fisher Exact Probability Test [22],
we found that participants were significantly more likely to convert
lower-quality feedback (i.e., incorrect feedback and shallow feedback)
into higher-quality feedback (𝑝 = 0.001) using SPHERE.

6 Limitation and Future Work
While our evaluation was done in a lab setting instead of in a real
classroom – and thus, a reduced set of distractions may impact the
available attention that the instructor has to validate and generate
feedback – we believe it clearly shows that the overall net effect of
SPHERE is positive. Our focus was on the impact of SPHERE on
instructors’ ability to provide feedback that they felt was effective,
but we did not explore the impact on students directly. Future work
will explore how different feedback variations affect both perceived
and real student outcomes over time, and how this feedback can
be fed back to instructors to give them deeper insights and enable
more comprehensive personalization.

7 Conclusion
In this paper, we present SPHERE, an interactive system designed
to help programming instructors create personalized feedback at
scale for class exercises. Our study shows that SPHERE helped in-
structors create more high-quality feedback, and enable them to
transform initially low-quality feedback into higher-quality ver-
sions more frequently. These results offer insights into AI-assisted
educational tools, demonstrating how to scale personalized feed-
back in programming courses while addressing real-time response,
prioritizing issues, and engaging instructors more deeply.
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Issue Definition

Copy-Paste Solution This critical situation occurs when a student pastes a solution from another source.

Don’t know the basic
knowledge In this situation, the current student lacks the necessary knowledge of the programming

language and its concepts. Most commonly in the form of typing pseudo-syntax (syntax that
they’ve made up to accomplish the task, or combining existing syntax in invalid ways).

Syntax error Syntax errors that be evaluated based on factors such as submission frequency, coexistence
with other issues, and error quantity.

Logical error Flaws in the student’s code that prevent them from passing all the test cases. Usually, these
flaws stem from a misunderstanding of the problem or lack of basic knowledge.

Chat-bot solution Look for moments where there are no solutions in the chat from any other students, and the
current student will produce a perfect solution after visibly struggling for some time.

Off-topic This critical situation occurs when there are ongoing discussions in the chat that are not related
at all to the current task.

Unproductive
discussion (related but

not the right
approaches)

This type of scenario occurs when students try to help each other, but it does not result in
success or change in the student’s solution.

Unproductive
discussion (Right on

topic but not leading to
understanding)

Multiple attempts of students helping each other, but the student cannot grasp an understanding
regardless of if the other student is explaining it perfectly or not. Or the student trying to help
gives out the solution directly, without aiding the struggling student in understanding the
concept.

Interpersonal Conflicts When there is disagreement among the students in chat. Clashes between students.

Misunderstood the task This critical situation happens when the student fails to grasp the requirements or objectives
of the assignment.

Table 3: Rubric for annotating student coding and conversation data

A Rubric for annotating feedback
Incorrect Feedback (-1): This type of feedback leads to confusion,
frustration, or lack of confidence in the student. It may also result
in students applying incorrect practices. Characteristics:
• The feedback is factually incorrect, wrong, or misleading.
• Provides direct answers without explanation, preventing learning
or understanding.

• Uses confusing or unclear language, making it hard for students
to apply the feedback.

• Offers overly negative or harsh criticism without actionable steps
for improvement.

• Contains errors that can misguide students or reinforce incorrect
understanding of concepts.
Shallow Feedback (0): This type of feedback may leave the stu-

dent feeling unsure of how to proceed or improve.While technically
correct, it doesn’t significantly help the student grow. Characteris-
tics:
• The feedback is factually correct but lacks depth or clarity.
• Offers minimal insight or vague suggestions, not addressing spe-
cific issues with enough detail.

• Does not guide the student toward improvement or deeper un-
derstanding.

• Is clear but not particularly encouraging, leaving the student
without a clear sense of next steps.

• Avoids technical errors, but lacks motivation or educational value.

High-quality Feedback (1): High-quality feedback helps stu-
dents understand what they did right, where they went wrong,
and how to improve. It fosters a growth mindset and promotes
deeper learning, building both technical and problem-solving skills.
Characteristics:

• The feedback is clear, specific, and actionable, helping the student
understand both their strengths and areas for improvement.

• Encourages learning by explaining why something is incorrect
and offering suggestions for how to fix it.

• Provides context for why a certain approach is better and explains
the concepts behind it.

• Balances criticism with encouragement, helping build the stu-
dent’s confidence while addressing errors.

• Links feedback to learning objectives, reinforcing key program-
ming concepts in a positive and constructive manner.
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Figure 4: User Interface for annotator tool. Annotators select an activity from each student (Left) and provide a label by
reviewing the playback for the selected activity.

Figure 5: User Interface for annotating feedback. Annotators select a feedback message from the message list (Top) and provide
a label by reviewing the content of the message and related codes and discussions.
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Untitled 1

You are a programming instructor tasked with identifying students who may be struggling due to technical or communication issues. Please first identify the learning objectives by checking the programming 
problem. You have access to the student's latest code submission, the student's previous code submissions, and the student's group discussion history. Using this context—which includes their code, 
discussion contributions, error messages, pass rate, and overall class performance—determine if the student is in a critical situation, which means that the student needs your attention and could benefit 
from your assistance.

The programming problem students are working on: Write a function called under100 that accepts a list of integers and returns the number of values in the list that are less than 100.

Input Format(JSON):

A collection containing the student's basic information, latest activity(code submission/message), previous code submissions, and group discussion history:

student ID: [string] the student's ID

latestActivity:[Object] containing information about the student's latest submission, including:

activityType:[string] type of activity

time: [numeric] time the activity was made (second)

activityContent:[string] code or message

errorType: [string] type of the error of the code submission if the activity type is submission

errorMessage: [string] error message of the code submission if the activity type is submission

passRate:[numeric] the student's current passrate

currentMessageCount:[numeric] number of messages from the student

groupPassRate:[numeric] the group's current passrate

submissionHistory:[Array] a list of previous code submission records of the student, each containing:

time: [numeric] time the submission was made (second)

passRate: [numeric] the passrate of this submission

errorType: [string] type of the error of the code submission

errorMessage: [string] error message of the code submission

messageHistory: [Array] a list of message records in the group, each containing:

time: [numeric] time the message was sent (second)

message: [string] the content of the message

sender_id: [string] the id of the student who sent the message

senderPassRate: [numeric] the pass rate of the sender right now

Input Example:

{

"id": "9027_submission",

"type": "submission",

"student_id": "7512",

"timestamp": "2024-04-23T13:35:22.133773+00:00",

"classAveragePassRate": 6.530612244897959,

"student_name": "B",

"latestSubmission": {

"type": "submission",

"time": "2024-04-23T13:35:22.133773+00:00",

"code": "def count_range(integers_list):\n    if 40 <= num <= 50:\n        num = count(integers_list)\n        return num\n    ",

"errorMessage": "File \"<exec>\", line 9, in count_range\nUnboundLocalError: cannot access local variable 'num' where it is not associated with a value",

"passRate": 0,

"currentMessageCount": 0,

"groupPassRate": 0

},

"submissionHistory": [],

"messageHistory": []

}

Output Format(valid JSON):

A collection containing the classification result and the reason:

isCritical: [boolean] the classification result of whether the student is in a critical situation.

reason: [string] explanation of the classification

Output Example:

{

"isCritical": true,

"reason": "The student has a pass rate of 0 for their latest submission, indicating they are unable to produce functional code. The error message indicates an 

'UnboundLocalError', which suggests a misunderstanding of variable scope and initialization. Additionally, the student has no previous submission history and h

as not participated in any group discussions, as shown by the empty message history. This lack of engagement and consistent failure to submit working code indi

cates that the student is in a critical situation and requires immediate assistance."

}

Figure 6: Prompt for identifying critical issue
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Issue Prompt 1

Issue Prompt
You are a programming instructor tasked with identifying students' struggles based on their behaviors. You have access to the student's latest code submission, the 
student's previous code submissions, and the student's group discussion history. Using this context—which includes their code, discussion contributions, error 
messages, pass rate, and overall class performance—determine what kinds of struggles the students are facing right now. The struggle types and their rubrics are: [

"Don't know the basic knowledge": "Student lacks fundamental programming knowledge, often evident through pseudo-syntax or misuse of core language 
constructs (e.g., incorrectly using def or parameters).",

"Syntactic and Runtime Errors": "Common errors, but not always critical. Consider factors like the number of submissions, other errors (e.g., logical), and 
frequency of syntax issues before labeling as critical.",

"Logical error": "Occurs when a student’s code has no other errors but fails to meet the task's requirements due to a misunderstanding or lack of basic knowledge.",

"Chat-bot solution": "Similar to copy-paste, but the student suddenly produces a perfect solution after struggling. AI-generated solutions often have flawless 
grammar and comments.",

"Misunderstood the task": "Student misunderstands the assignment's requirements, often evident in incorrect returns or variable initialization.",

"Copy-paste solution": "Occurs when a student pastes a solution from the chat channel. Signs include sudden drastic changes in their solution or pasting code into 
chat".
]

The programming problem students are working on: Write a function called under100 that accepts a list of integers and returns the number of values in the list that 
are less than 100.

Input Format(JSON):

A collection containing the student's basic information: the student's latest activity(code submission/message), the student's previous code submissions, and group 
discussion history:
-student ID: [string] the student's ID

latestActivity:[Object] containing information about the student's latest submission, including:

activityType:[string] type of activity

time: [numeric] time the activity was made (second)

activityContent:[string] code or message

errorType: [string] type of the error of the code submission if the activity type is submission

errorMessage: [string] error message of the code submission if the activity type is submission

passRate:[numeric] the student's current passrate

currentMessageCount:[numeric] number of messages from the student

groupPassRate:[numeric] the group's current passrate

submissionHistory:[Array] a list of previous code submission records of the student, each containing:

id: [string] id of the submission

time: [numeric] time the submission was made (second)

passRate: [numeric] the passrate of this submission

errorType: [string] type of the error of the code submission

errorMessage: [string] error message of the code submission

messageHistory: [Array] a list of message records in the group, each containing:

id: [string] id of the message

time: [numeric] time the message was sent (second)

message: [string] the content of the message

sender_id: [string] the id of the student who sent the message

senderPassRate: [numeric] the pass rate of the sender right now

Output Format(valid JSON):

A collection containing the classification result and the reason:

struggles: [Array] list of classified struggles of the students based on the student's behavior. Elements are Objects containing:

name: [string] name of the struggle

reason: [string] reason of the classification.

Figure 7: Prompt for identifying student’s struggles 1
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Untitled 1

User Prompt

{

        "id": "05ollRMtoAhLVmpbKP3F",

        "type": "submission",

        "student_id": "iFJgbW65I3OeqKLQAHRy",

        "latestSubmission": {

            "type": "submission",

            "time": 413,

            "code": "def under100(list):     \n        ask_list = input()\n        split_it = ask_list.split()\n        for number in split_it:\n                

if number < 100:\n                        split.it.remove(number)\n                else:\n                        break\n        return split_it",

            "errorType": "No Compile Error",

            "errorMessage": "",

            "passRate": 0,

            "currentMessageCount": 0,

            "groupPassRate": 33.333333333333336

        },

        "submissionHistory": [

            {

                "id": "81IDaR5ep0QZEfDWSqs9",

                "time": 217,

                "passRate": 0,

                "errorType": "No Compile Error",

                "errorMessage": ""

            },

            {

                "id": "TEgPWjQeE3xo0hjpohIN",

                "time": 230,

                "passRate": 0,

                "errorType": "No Compile Error",

                "errorMessage": ""

            },

            {

                "id": "OwbWPSykxs7mfxWdVz5a",

                "time": 331,

                "passRate": 0,

                "errorType": "No Compile Error",

                "errorMessage": ""

            },

            {

                "id": "ojs1CHiw4fLLfMHruWgs",

                "time": 393,

                "passRate": 0,

                "errorType": "No Compile Error",

                "errorMessage": ""

            }

        ],

        "messageHistory": []

    }

Assistant Prompt

{

  "struggles": [

    {

      "name": "Don't know the basic knowledge",

      "reason": "The student is attempting to use input and string manipulation to solve a problem that requires basic knowledge of list operations and compari

sons. The approach taken does not align with the task requirements."

    },

    {

      "name": "Logical error",

      "reason": "The logic in the code is flawed; the student is trying to remove elements from a list while iterating over it, which can lead to unexpected be

havior. Additionally, the condition for checking if a number is less than 100 is incorrectly applied to strings instead of integers."

    },

    {

      "name": "Unproductive discussion(Right on topic but not leading to understanding)",

      "reason": "The student has not engaged in any group discussions, which may indicate a lack of seeking help or clarification on the task, leading to conti

nued misunderstanding."

    }

  ]

}

Figure 8: Input and Output Example for identifying student’s struggle 1
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Untitled 1

You are a programming instructor tasked with identifying students' struggles based on their behaviors. You have access to the student's 
latest code submission, the student's previous code submissions, and the student's group discussion history. Using this context—which 
includes their code, discussion contributions, error messages, pass rate, and overall class performance—determine what kinds of 
struggles the students are facing right now. The struggle types and their rubrics are: [
"Off-topic": "Chat discussions unrelated to the task at hand.",
"Unproductive Discussion (Wrong Approach)": "Students help, but the guidance provided is incorrect, leading to no improvement in the 
solution after multiple attempts.",
"Unproductive Discussion (On-Topic, No Understanding):": "Help is given, but the struggling student cannot grasp the explanation, or the 
helper gives the solution directly without fostering understanding.",
"Interpersonal Conflicts": "Disagreements or clashes between students in the chat.",
]

The programming problem students are working on: Write a function called under100 that accepts a list of integers and returns the 
number of values in the list that are less than 100.

Input Format(JSON):

A collection containing the student's basic information: the student's latest activity(code submission/message), the student's previous 
code submissions, and group discussion history:
-student ID: [string] the student's ID

latestActivity:[Object] containing information about the student's latest submission, including:

activityType:[string] type of activity

time: [numeric] time the activity was made (second)

activityContent:[string] code or message

errorType: [string] type of the error of the code submission if the activity type is submission

errorMessage: [string] error message of the code submission if the activity type is submission

passRate:[numeric] the student's current passrate

currentMessageCount:[numeric] number of messages from the student

groupPassRate:[numeric] the group's current passrate

submissionHistory:[Array] a list of previous code submission records of the student, each containing:

id: [string] id of the submission

time: [numeric] time the submission was made (second)

passRate: [numeric] the passrate of this submission

errorType: [string] type of the error of the code submission

errorMessage: [string] error message of the code submission

messageHistory: [Array] a list of message records in the group, each containing:

id: [string] id of the message

time: [numeric] time the message was sent (second)

message: [string] the content of the message

sender_id: [string] the id of the student who sent the message

senderPassRate: [numeric] the pass rate of the sender right now

Output Format(valid JSON):

A collection containing the classification result and the reason:

struggles: [Array] list of classified struggles of the students based on the student's behavior. Elements are Objects containing:

name: [string] name of the struggle

reason: [string] reason of the classification.

Figure 9: Prompt for identifying student’s struggles 2
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Untitled 1

User Prompt

{

"id": "05ollRMtoAhLVmpbKP3F",

"type": "submission",

"student_id": "iFJgbW65I3OeqKLQAHRy",

"latestSubmission": {

"type": "submission",

"time": 413,

"code": "def under100(list):     \n        ask_list = input()\n        split_it = ask_list.split()\n        for number in split_it:\n          

if number < 100:\n                        split.it.remove(number)\n                else:\n                        break\n        return split

_it",

"errorType": "No Compile Error",

"errorMessage": "",

"passRate": 0,

"currentMessageCount": 0,

"groupPassRate": 33.333333333333336

},

"submissionHistory": [

{

"id": "81IDaR5ep0QZEfDWSqs9",

"time": 217,

"passRate": 0,

"errorType": "No Compile Error",

"errorMessage": ""

},

{

"id": "TEgPWjQeE3xo0hjpohIN",

"time": 230,

"passRate": 0,

"errorType": "No Compile Error",

"errorMessage": ""

},

{

"id": "OwbWPSykxs7mfxWdVz5a",

"time": 331,

"passRate": 0,

"errorType": "No Compile Error",

"errorMessage": ""

},

{

"id": "ojs1CHiw4fLLfMHruWgs",

"time": 393,

"passRate": 0,

"errorType": "No Compile Error",

"errorMessage": ""

}

],

"messageHistory": []

}

Assistant Prompt

{

  "struggles": [

    {

      "name": "Unproductive discussion(Right on topic but not leading to understanding)",

      "reason": "The student has submitted multiple code attempts with no improvement in their understanding of the problem, as indicated by 

a consistent pass rate of 0 and no messages in the group discussion to clarify their understanding."

    },

    {

      "name": "Unproductive discussion(related but not the right approaches)",

      "reason": "The student's code attempts show a misunderstanding of the problem requirements, such as using input() and attempting to mod

ify the list incorrectly, indicating that any help they may have received was not effective."

    }

  ]

}

Figure 10: Input and Output Example for identifying student’s struggle 2
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Untitled 1

You are a programming instructor tasked with writing feedback to students based on their issues. Your task is:

1. Based on the issue, the given feedback type, and the given components (e.g., [issue], [solution], [strategy], [example], [next step] ), write a high-level template 
containing the structure of the feedback to bridging the chosen components in the input. Your feedback must be concise.

2. For each component, write a short description of what would it be about in the format described below.

Your feedback needs to contain information about the attainment of learning goals related to the task or performance (in  [issue]), information about progress and/or 
about how to proceed (in [issue]/[strategy]/[example]), and more information, more tasks, and more expectations (in [example]/[next step]). Meanwhile, your 
feedback needs to be regarding  three levels: Task level (how well tasks are understood/performed), Process Level the main process needed to understand/perform 
tasks), and Self-regulation Level (Self-monitoring, directing, and regulating of actions).

The programming problem students are working on: Write a function called under100 that accepts a list of integers and returns the number of values in the list that 
are less than 100.

Input Format(valid JSON):

A collection containing:

issue:[string] description of the issue

feedbackType:[string] the type of the feedback, including [Hint], [Explanation], [Verification]. [Hint] is to give a minimum cue to help the student back in the right 
direction, and [Explanation] is to give the student a considerable amount of help to proceed. While [Verification] is to provide the students with another similar 
programming question with the same learning objectives to verify the student's understanding.

chosenComponents: [Array] a list of components to be included in the feedback.

A collection containing the student's basic information: the student's latest activity(code submission/message), the student's previous code submissions, and group 
discussion history:

student ID: [string] the student's ID

Input Example:

{

"issue": "Lack of understanding of basic list operations and iteration." ,

"feedbackType": "Hint",

"chosenComponents: ["issue", "strategy", "next step"]

}

Output Format(valid JSON):

A collection containing:

feedbackContent:[string] the content of the feedback with the chosen components properly bridged. The component must be displayed by a [PLACEHOLDER] 
such as [issue], [solution], [strategy], [example], [next step]. The details of components MUST NOT be included and the feedback MUST be concise.

componentDescription:[array] a list of objects containing a short description of the content of the component:

component:[string] name of the component

description:[string] a short description

Output Example:

{

"feedbackContent": "It seems you are having some trouble with basic list operations and iteration. [issue] To help you get bac

k on track, [strategy]. Once you feel more comfortable, [next step]",

"componentDescription": [

{

"component": "issue",

"description": "A brief description of the student's difficulty with basic list operations and iteration."

},

{

"component": "strategy",

"description": "A suggestion to review list iteration and applying conditions to list elements."

},

{

"component": "next step",

"description": "Encouragement to implement a simple loop to check each element in the list."

}

]

}

Figure 11: Prompt for generating feedback templates
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You are a programming instructor tasked with writing feedback to students based on their issues. You are conducting peer instruction in your lecture, where students are divided into small groups to have discussions and solve the 
programming task. Your task is:

1. Complete the feedback by filling in the placeholder of feedback components (e.g., [issue], [solution], [strategy], [example], [next step] ) following the component description in the input. The details you add should be based on 
students' recent code submissions and discussion history in the input. You should consider the group dynamic and motivate engagement in the group discussion if the discussion is not active when writing the feedback.

2. For each component, repeat the raw content in the format described below.

Your feedback needs to contain information about the attainment of learning goals related to the task or performance (in  [issue]), information about progress and/or about how to proceed (in [issue]/[strategy]/[example]), and more 
information, more tasks, and more expectations (in [example]/[next step]). Meanwhile, your feedback needs to be regarding  three levels: Task level (how well tasks are understood/performed), Process Level the main process needed to 
understand/perform tasks), and Self-regulation Level (Self-monitoring, directing, and regulating of actions). Your feedback MUST not contain the direct solution to the entire programming problem. Do motivate discussion when 
discussion stage is started ("discussionStart": true).

The programming problem students are working on: Write a function called under100 that accepts a list of integers and returns the number of values in the list that are less than 100.

Input Format(valid JSON):

A collection containing:

feedbackType:[string] the type of the feedback, including [Hint], [Explanation], [Verification]. [Hint] is to give a minimum cue to help the student back in the right direction, and [Explanation] is to give the student a considerable 
amount of help to proceed. While [Verification] is to provide the students with another similar programming question with the same learning objectives to verify the student's understanding.

chosenComponents: [Array] a list of components to be included in the feedback.

feedbackTemplate: [string] a template of feedback to be completed by filling the [PLACEHOLDER]s by following the description of components.

componentDescription:[array] a list of objects containing the short description of the component:

[component]:[string] short description of the component

studentDetails: [Object] A collection containing the student's basic information: the student's latest activity(code submission/message), the student's previous code submissions, and group discussion history:

student ID: [string] the student's ID

type: [string] type of activity ("submission" or "message")

classAveragePassRate: [int] class average passRate

discusssionStart: [boolean] if true, the discussion stage starts

student_name: [string] name of the student

latestActivity:[Object] containing information about the student's latest submission, including:

activityType:[string] type of activity

time: [numeric] time the activity was made (second)

activityContent:[string] code or message

errorType: [string] type of the error of the code submission if the activity type is submission

errorMessage: [string] error message of the code submission if the activity type is submission

passRate:[numeric] the student's current passrate

currentMessageCount:[numeric] number of messages from the student

groupPassRate:[numeric] the group's current passrate

submissionHistory:[Array] a list of previous code submission records of the student, each containing:

id: [string] id of the submission

time: [numeric] time the submission was made (second)

passRate: [numeric] the passrate of this submission

errorType: [string] type of the error of the code submission

errorMessage: [string] error message of the code submission

messageHistory: [Array] a list of message records in the group, each containing:

id: [string] id of the message

time: [numeric] time the message was sent (second)

message: [string] the content of the message

sender_id: [string] the id of the student who sent the message

senderPassRate: [numeric] the pass rate of the sender right now

Input Example:

{

"feedbackType": "Hint",

"chosenComponents: ["issue", "strategy", "next step"],

"feedbackTemplate": "It seems you are having some trouble with basic list operations and iteration. [issue] To help you get back on track, [strategy]. Once you feel more comfortable, 

[next step].",

"componentDescription": [

{

"component": "issue",

"description": "A brief description of the student's difficulty with basic list operations and iteration."

},

{

"component": "strategy",

"description": "A suggestion to review list iteration and applying conditions to list elements."

},

{

"component": "next step",

"description": "Encouragement to implement a simple loop to check each element in the list."

}

],

"studentDetails": {

"id": "05ollRMtoAhLVmpbKP3F",

"type": "submission",

"student_id": "iFJgbW65I3OeqKLQAHRy",

"classAveragePassRate": 66,

"discussionStart": true,

"student_name": C

"latestSubmission": {

"type": "submission",

"time": 413,

"code": "def under100(list):     \n        ask_list = input()\n        split_it = ask_list.split()\n        for number in split_it:\n                if number < 100:\n                  

split.it.remove(number)\n                else:\n                        break\n        return split_it",

"errorType": "No Compile Error",

"errorMessage": "",

"passRate": 0,

"currentMessageCount": 0,

"groupPassRate": 33.333333333333336

},
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"submissionHistory": [

{

"id": "81IDaR5ep0QZEfDWSqs9",

"time": 217,

"code": "def under100 (list):     \n        ask_list = input()\n        split_it = ask_list.split()\n        for number in split_it:\n                if number < 100:\n                 

split.it.remove(number)\n\n",

"passRate": 0,

"errorType": "No Compile Error",

"errorMessage": ""

},

{

"id": "TEgPWjQeE3xo0hjpohIN",

"time": 230,

"code": "def under100(list):     \n        ask_list = input()\n        split_it = ask_list.split()\n        for number in split_it:\n                if number < 100:\n                  

split.it.remove(number)\n\n",

"passRate": 0,

"errorType": "No Compile Error",

"errorMessage": ""

},

{

"id": "OwbWPSykxs7mfxWdVz5a",

"time": 331,

"code": "def under100(list):     \n        ask_list = input()\n        split_it = ask_list.split()\n        for number in split_it:\n                if number < 100:\n                  

split.it.remove(number)\n        return split_it\n\n",

"passRate": 0,

"errorType": "No Compile Error",

"errorMessage": ""

},

{

"id": "ojs1CHiw4fLLfMHruWgs",

"time": 393,

"code": "def under100(list):     \n        ask_list = input()\n        split_it = ask_list.split()\n        for number in split_it:\n                if number < 100:\n                  

split.it.remove(number)\n                else:\n                        break\n        return split_it\n\n",

"passRate": 0,

"errorType": "No Compile Error",

"errorMessage": ""

}

],

"messageHistory": []

},

}

Output Format(valid JSON):

A collection containing:

componentDetails:[array] a list of objects containing the content of the component:

component:[string] name of the component

description: [string] content of the component. MUST be concise. Talk about engaging in discussion if discussionStart is true.

relatedInfo: [object] only in the 'issue' component; it contains the corresponding code/message mentioned in the description.

type:[string] type of information, either "code" or "message"

content:[array] the related information. For "code", it should be a list of related lines of code(string, one per line). For "message", it should be the text of one related message(string).

feedbackContent:[string] the content of the completed feedback with the chosen components properly filled by following the description and based on student details. You MUST NOT modify anything other than the components' 
[PLACEHOLDER]s. There should be no [PLACEHOLDER] in the complete feedback.

Output Example:

{

"componentDetails": [

{

"component": "issue",

"description": "Specifically, your code is attempting to remove elements from the list while iterating over it, which can lead to unexpected behavior. Additionally, the use of input

() and split() is not necessary for this task.",

"relatedInfo": {

"type": "code",

"content": [

"        ask_list = input()\n",

"        split_it = ask_list.split()\n",

"        for number in split_it:\n",

"                if number < 100:\n",

"                        split.it.remove(number)\n"

]

}

},

{

"component": "strategy",

"description": "I suggest reviewing how to properly iterate over a list and apply conditions to its elements. You might want to look into using a simple loop to count the elements th

at meet a certain condition without modifying the list during iteration."

},

{

"component": "next step",

"description": "try implementing a simple loop that checks each element in the list and counts how many are less than 100. Discuss with your group members to share ideas and approach

es."

}

],

"feedbackContent": "It seems you are having some trouble with basic list operations and iteration. You seem to be having trouble with basic list operations and iteration. Specificall

y, your code is attempting to remove elements from the list while iterating over it, which can lead to unexpected behavior. Additionally, the use of input() and split() is not necess

ary for this task. To help you get back on track, I suggest reviewing how to properly iterate over a list and apply conditions to its elements. You might want to look into using a si

mple loop to count the elements that meet a certain condition without modifying the list during iteration. Once you feel more comfortable, try implementing a simple loop that checks 

each element in the list and counts how many are less than 100. This will help you understand the correct approach to solving this problem."

}

Figure 12: Prompt for generating feedback content
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